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Thirdly, this theoretical framework describes the integration of two dimensions, 

namely agile techniques and cultural agile attributes, in relation to software project 

implementation. Understanding the cultural mindset that a team is working within is as 

important as managing the methodology used for projects. Thus, this research has 

encompassed these two major areas of the modern software industry.  

Another important aspect of this research is the contribution of the research to 

agile techniques. The framework and research results provide a basis for practitioners to 

select and use techniques most suited to the needs of the project and project team. The 

collation of different techniques of agile methods will help practitioners to combine 

different agile techniques to cater for the needs of different projects.  

While the research conclusions have contributed to the software engineering 

field, it is evident that there are many directions in which this research can be extended. 

 

 

8.4 Conduct of the Research 

This section covers the stages and steps involved in the research. Different 

stages of the research were shown in Chapter Five and the same figure is used again to 

discuss the stages, steps and outcomes in detail.    
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Figure 8-2: Stages in the research. 

 

Table 8-1 maps the stages of figure 8-2 to the research outcomes.  
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Table 8-1: Stages and outcomes of research. 

Agile principles [P]   Agile techniques [T]  Cultural dimensions [C] 

 

Stages in the research Steps How? Where? Conclusion Outcome  
Stage 1 – Software project success 
and failure factors analysed in 
context with agile principles 

Study current software project success 
and failure 

Literature 
search 

Chapter 2 – 
section 2.3.5 

  

Study agile principles from the Agile 
Manifesto 

Literature 
search 

Chapter 2 – 
section 2.3.4 

  

Analyse how agile principles can be used 
to overcome current project failure factors 

Self analysis Chapter 2 – 
section 2.3.5 

Agile principles help resolve 
current software failure 
factors 

Agile principles 
[P] 

Stage 2 – Study agile methods and 
identify common agile techniques 

Study agile methods and understand 
process, and attributes of each agile 
method 

Literature 
search 

Chapter 2 – 
section 2.4.2 
and appendix 

  

Consolidate and compile agile techniques 
for six commonly used agile methods 

Self  analysis Chapter 2 – 
section 2.4.2 
and appendix 

There are common and 
specific agile techniques 
among the agile methods 

Agile techniques 
[T] 

Stage 3 – Study and identify 
cultural dimensions in relation to 
agile method implementation 

Study cultural dimensions from different 
cultural authors 

Literature 
search 

Chapter 3 – 
section 3.3.2 

There are many cultural 
dimensions from different 
authors 

 

Justification and selection of cultural 
dimensions from different authors 

Literature 
search and self 
analysis 

Chapter 3 – 
section 3.3.3 

Five cultural dimensions from 
Hofstede and Hall were 
selected  

Cultural dimensions suited for 
agile implementation selected  
[C] 
 

Stage 4 – Collate cultural agile 
attributes from agile techniques 
and cultural dimensions 

Match agile techniques to relevant 
cultural dimensions 

Self analysis Chapter 3 – 
section 3.3.8 

Each agile technique can be 
matched to one or more 
cultural dimension 

 

Collate cultural agile attributes based on 
agile principles [P], agile techniques [T] 
and cultural dimensions [C] 

Self analysis 
and feedback 
from agile 
experts 

Chapter 3 – 
section 3.5.1 

 Cultural agile attributes collated 
and used as a basis for data 
collection 

Match cultural agile attributes to cultural 
dimensions 

Self analysis Chapter 3 – 
section 3.5.1 

All cultural agile attributes 
selected can be matched to a 
cultural dimensions 
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Stage 5 -  Prepare for interviews 
and finalise interview questions 

Comparison and selection of suitable 
research method 

Literature 
search and 
analysis 

Chapter 4 – 
section 4.4.5 to 
4.5.3 

Case study -interviews was 
selected as appropriate data 
collection method 

 

National culture selection Self analysis Chapter 5 – 
section 5.7.1 

Australia, India and the UK 
were selected 

 

Respondents selection based on specific 
criteria 

Self analysis Chapter 5 – 
section 5.7.2 

Reasonable number of 
participants selected for 
interviews based on specific 
criteria 

 

Finalise interview questions Self analysis Chapter 5 – 
section 5.7.4 

Interview questions were 
compiled based on collated 
cultural agile attributes from 
stage 4 

Interview questions finalised 
based on cultural agile attributes 

Stage 6 – Conduct interviews and 
observation 

Collated cultural agile attributes are 
briefly described 

Self analysis Chapter 6 – 
section 6.2.1 

  

Interviews conducted in Australia, India 
and the UK 

Self analysis Chapter 6 – 
section 6.3.1 to 
6.3.5 

Data collected and 
transcribed into cultural 
dimensions and cultures 
Australia, India and the UK 

Data collected and transcribed 

Stage 7 – Data analysis and 
findings 

Data Analysed and findings were 
tabulated and described 

Self analysis Chapter 7 – 
section 7.4.1.1 
to 7.4.1.6 

Cross-cultural challenges in 
adopting agile methods are 
discussed and  reflected in a 
figure 

A theoretical framework to 
manage cross-cultural 
challenges across Australia, 
India and the UK software 
development teams working 
collaboratively to adopt and 
implement agile methodology 
[RESEARCH QUESTION 1] 

Self analysis Chapter 7 – 
section 7.4.2 

Cultural changes needed for 
cultures Australia, India and 
the UK compiled 

Specific cultural changes 
required in a software 
development team in Australia, 
India and the UK are identified to 
help implement successful agile 
methods 
[RESEARCH QUESTION 2] 
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8.5 Limitations of the Study 

Despite the contributions of this study, a number of limitations are recognised. 

Many of these limitations represent opportunities for future research.  

The data collection was in some cases limited to a specific location due to the 

difficulty in getting participation contacts. For example, in Australia most data collected 

were from Western Australia and in India, data were collected in Chennai, Bangalore, 

Hyderabad and Coimbatore. In the United Kingdom, data collection was conducted 

solely in London. Though the participants who were interviewed had worked in other 

cities in their specific culture, participants from other areas in a country may have 

provided different data. The researcher is convinced that the data collected 

demonstrated the evidence that attributes data collected reflected the culture. A cross 

reference was also made to the literature to verify this.  

The multicultural nature of countries such as Australia and the United Kingdom 

could have created data discrepancies which were undetected. An assumption was made 

that, even if the participant originally belongs to a different culture, if the participant has 

lived in another culture for at least five years then the participant was considered to 

belong to the new culture. These are the complexities that exist in different cultures 

which have to be studied in natural setting. Thus the assumption of what is a 

homogeneous culture could be considered as a limitation. These differences may have 

been seen comparatively higher in Australia and the UK as there are more migrants 

when compared to India.  

Another limitation might be the size of the organisation. Depending on the size 

of the organisation, the cultural agile attributes could be different. Thus separate studies 

for small, medium and large organisation may have resulted in different outcome.  

 

8.6 A Critical Review of the Research Process 

There are many difficulties and challenges in a research programme. Looking 

back at the study and critically self evaluating the process has revealed some ideas that 

could have been considered. 

Although the interviews were organised and participants were engaged in casual 

settings, there were couple of interviews where the managers insisted on being 
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presented during the interview of the team member. Inclusion of management in 

interviews with staff participants may have had some influence, i.e., the presence of 

managers may have influenced the answers. But as an observation, due to this action a 

strong hierarchy was noted and recorded in field notes. An approval to have team 

members being interviewed without the presence of the managers could have been an 

option that would have helped avoid this situation. Surveys were not considered 

appropriate for this study programme, but in situations as described above, may be an 

additional survey form may have been useful in the data collection for triangulation of 

results. 

As part of consolidating cultural agile attributes, agile experts were individually 

asked for feedback. Their comments were incorporated into the final list. Focus group 

or group discussion with a panel of agile experts may have resulted, a more in-depth 

list. This may have provided a richer list of cultural agile attributes. Focus groups also 

help to build up on other’s ideas in the group. Delphi technique is also another option to 

have considered for this process. Delphi technique helps keep attention directly to the 

issue and to be able to gather broad range of ideas and views. 

Some interview data gathering had to be done using note taking. For security 

reasons, some organisations in India refused to allow electronic equipment. Thus taking 

notes, asking questions and listening had to be done at the same time. This was 

challenging and during that process, some of the follow-up questions could have been 

unknowingly omitted.  

 

8.7 Further Research Opportunities and Directions 

While this research effort breaks new ground in verifying the link between agile 

adoption and cultural changes, there is still a need for more research in this area. Given 

the evidence and discussions provided in this thesis, there are several avenues open for 

future work.  

1. More attributes can be investigated: In this study, the cultural agile attributes 

were collated based on a combination of culture and agile methods. These 

cultural agile attributes were validated by agile experts to confirm the list 

was comprehensive. There may be other attributes that can be included in 

future. 
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2. More cultures can be investigated: Cultures that were studied in this thesis 

were Australia, India and the United Kingdom. There are several cultures 

that can be added to this thesis to further validate the framework. Similar 

data collection techniques as this research or other relevant techniques could 

be used to collect data in other cultures keeping the cultural agile attributes 

as the foundation.  

3. Practical analysis: This study provides a theoretical framework. Subsequent 

research could validate the framework in multiple cultures and in practice. 

Different cultures can be studied in detail based on the theoretical 

framework, and other methods such as action research and case studies can 

be used in different organisations.  

 

Figure 8-3 shows some possible future research opportunities.  

United 
kingdom
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Foundation 
Research
Question

RQ 1 –
Inter Team
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Intra team

Implementation of Agile Methods

Add more 

Cultures

Data 

collection 

using other 
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Figure 8-3: Future research opportunities 



245 

 

 

8.8 Conclusion 

The literature has recognised the importance of managing the success of 

software development projects. Using agile methodologies is seen as a way that may 

result in improved project success. Cultural impacts and influences are also recognised 

and to be known a critical factor in successful projects. The growing need to work 

between cultures have also been identified as an important factor.  

The aim of this research is to determine the extent to which agile methodology 

can be adopted within and among different cultures, to provide a framework to assist 

practitioners and researchers to work in global teams, and to understand and manage 

cross-cultural challenges. This research through investigation has summarised 

negative/positive influence of cultural agile attributes in implementing agile methods in 

different cultures and provided a theoretical framework to manage cross-cultural 

challenges.  
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APPENDIX A 

List of abbreviations and Glossary of Terminology used in the Thesis 

 

List of abbreviations 

 

AM Agile Modelling 

ASD Adaptive Software Development 

CASE Computer Aided Software Engineering  

CRIS Comparative Review of Information Systems 

DSDM Dynamic Systems Development Method 

ETHICS Effective Technical and Human Implementation of Computer-based systems 

FDD Feature Driven Development 

HCI Human Computer Interaction 

ICT Information and Communication Technology 

IDV Individualism 

ISO International Standards Organisation 

IE Information Engineering 

IS Information Systems 

IT Information Technology 

JSD Jackson Systems Development 

LD Lean Development 

LTO Long time Orientation 

MAI Masculinity Index 

MAS Masculinity 

MERISE General-purpose modelling methodology in Information Systems 

NICTA National Information and Communication Technology Institute of Australia 

OOA  Object Oriented Analysis 

PDI Power Distance Index 

RAD Rapid Application Development 

SDLC Software Development Life Cycle 

SE Software Engineering 

SSADM Structured Systems Analysis and Design 

SSM Soft Systems Methodology 

STRADIS Structured Analysis, Design and Implementation of Information Systems 

UML Unified Modelling Language 

UAI Uncertainty Avoidance Index 

XP eXtreme Programming 

YSM Yourdon Systems Method 
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Glossary of terminology 

Term Meaning 
Agile methods (Light 
weight methods) 

Method based on iterative and incremental development, where requirements 
are solutions that evolve through collaboration between self-organising, cross 
functional teams. Good examples of agile methods include eXtreme 
Programming, SCRUM, DSDM, FDD, Crystal, Lean etc. 
 

Agile principles Agile methods are developed based on some core principles defined by the Agile 
Manifesto and these are termed as agile principles  
 

Agile techniques 
 

Agile techniques are techniques that are specific to agile methods and are 
collated based on process and methods used in agile methods 
 

Cultural agile 
attributes 
 

A list of attributes that are used in this research program to identify common 
attributes that are cross referenced by agile techniques and cultural dimensions. 
 

Monochronic 
 

Monochronic cultures just do one thing at a time and they value certain 
orderliness 
 

Pair programming 
 

Pair programming is an agile technique where two developers work together 
side-by-side on one work station, one acting as the developer and the other as 
an observer. The two developers switch role frequently. 
 

Polychronic 
 

Polychronic cultures like to do multiple things at the same time 

Refactoring 
 

Improving design of existing code in smaller increments to improve functionality 
 

Software development 
methodology 
 

Software development methodology or systems development methodology in 
software engineering is a framework that is used to structure, plan, and control 
the process of developing information systems 
 

System metaphor 
 

This is a simple share story that explains how the system works and involves 
handful of classes and patterns that help the flow of the systems being 
developed. 

Traditional methods 
(heavy weight 
methods, Plan driven 
methods, waterfall 
method) 
 

A classically linear and sequential approach to software design and systems 
development. 
 

Test driven 
development 
 

Test-driven development is a technique which involves short development cycles 
with automated unit tests 
 

User participation 
 

Involvement of users including business and other stake holders to help develop 
the system 
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APPENDIX B 

Data Collection - Notes 

 

Culture Analysis – Australia 

 

Individualism/collectivism in Australia 

Ref Cultural agile 

attributes 

Coding Comments 

A1 Team 

Collaboration 

Teamwork We need to work together to successfully 

manage the projects 

In most cases we work together – but at times, 

we prefer to work independently to get things 

done 

A1 Team 

collaboration 

Group / 

culture 

awareness 

Team’s collaboration – it is almost like 

cultural relationships are formal. On personal 

level that is not enough for collaboration, on 

single team level commitment is good. 

We are fun loving and cheerful culture 

A1 Management 

support 

Commitment Business stake holders need to contribute – 

need money and time and the main area is 

commitment from business and stake holders 

A1 Open and 

honest 

communication 

Openness Most members in my team are open in 

discussing any issues. During meetings we 

discuss issues openly and try to resolve them 

A1 Self organising 

Team 

People 

Oriented 

But I can’t see someone trying to go out of the 

way to resolve someone else’s problem 

A1 Dedicated 

Team 

Work life 

balance 

We are trying to give a balance to work/life. 

We have policies in place to cover immediate 

family requirements 
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Scrum - Process 

 

Figure 2-7: Scrum process diagram (Abrahamsson, et al., 2002) 

The pre-game phase is a preliminary phase, which contains two sub-phases; 

planning and high level architecture design. In planning phase the system is defined and 

a list of currently known requirements is created and this is called product backlog list. 

The requirements are prioritized and efforts are estimates. The items in backlog are 

constantly reviewed and kept up-to date and new ones can be added. Planning also 

includes defining the project team, tools and other resources, risk assessment and 

management, training needs and verification management approval. The Scrum team 

reviews the updated backlog at every sprint phase to gain their commitment for the 

sprint.  In the design architecture phase the high level design and architecture is done 

based on the current items in the backlog list. After this, a design review meeting is held 

and decisions of the implementation are done on the bases of this review. Also 

preliminary plans for the contents of the releases are prepared.  

The development phase is treated as a ‘black box’, where unpredictable changes 

are expected. This means that all the environmental and technical variables are 

identified, observed and controlled through scrum practices during the sprints. The 

development team and the Product Owner then cycle through the process until the 
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planned features fit with the available resources for the Sprint. One final piece of the 

planning process is to develop a Sprint goal which is a business purpose for the Sprint. 

Without this goal, the team may lose track and become overly focused on tasks. In 

addition, keeping the goal in mind encourages the team to work towards the same goal. 

Team members’ sign up for tasks that have been identified in the 30-day Sprint and 

everyone works towards this Sprint goal and everyone participates in a daily Scrum 

meeting. It is also observed that during the Sprint the priorities don’t get changed. The 

daily scrum meeting energizes a Sprint. According to Highsmith(2002a) the daily scrum 

meetings are quickly considered as a positive approach by the people because they find 

these short meetings efficient and effective.  

At the end of the Sprint iteration, a Post-Sprint meeting is held to review 

progress, display functionality to the customers and review the project from technical 

perspective. This phase also includes tasks like integration, system testing and 

documentation. Each day the developers record the days and hours invested in a task 

and its percent completion. This is a useful tool to monitor project progress.  

Scrum identifies different roles with different responsibilities and these are listed 

in table 2-7. 

Table 2-7: Roles and responsibilities in Scrum 

Role Responsibility 

Scrum Master Takes interest and care to make sure the project is carried through according to the 

Scrum rules and practices 

Is responsible for removing any impediments from the process 

Product Owner Takes responsibility for the project, managing, controlling and making sure the product 

backlog list is visible.  

Scrum Master, the customer and the management selects the product owner.  

Makes the final decisions regarding the Product Backlog 

Participates in creating estimates and turns the backlog items into features to 

implement. 

Scrum Team Has the authority to organize and make the necessary decisions to achieve the goals of 

each sprint.  

Is involved in the estimation, creating the Sprint Backlog, reviewing the Product Backlog 

list and suggesting the impediments that need to be removed from the project. 
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Customer Participates in the tasks related to Product Backlog items. 

Management Responsible of the final decisions along with the charters, standards and conventions to 

be followed in the project. Participates also in setting the goals and requirements for the 

project, in gauging the progress, in selecting the Product owner and reducing the 

backlog with the Scrum Master. 

 

Scrum - Practices 

Scrum focuses more on management practices rather than providing any specific 

software development practices (Abrahamsson, et al., 2002). Following are the list of 

management practices required by Scrum. 

Product Backlog contains everything that is needed in the final product based 

on the current knowledge. It defines all the work with priority and gets updated 

constantly. Product backlog can contain items such as features, functions, bug fixes, 

defects, requested enhancements and technology upgrades. The Product Owner is 

responsible of maintaining the Product Backlog. 

Effort estimation is an iterative process, where the effort estimates get refined 

and updated more accurately when further information is available. The Product Owner 

and the scrum Team(s) are together responsible for the effort estimation. 

Sprint is the procedure of adapting to the changing environmental variables 

such as requirements, time frame, resources etc. The Scrum team organizes itself to 

produce a new executable product increment in a Sprint that takes time from one week 

to one month.  

Sprint planning meeting is a two-phase meeting organized by the Scrum 

master. In the first phase of a Sprint planning meeting the customers, users, 

management, product owner and scrum team decide the goals and the functionality of 

the next sprint. In the second phase, the Scrum master and the scrum team focus on how 

the product increment is implemented during the sprint. 

Sprint Backlog is a list of product backlog items that are selected to be 

implemented in the next sprint. The items are chosen by the Scrum team with the Scrum 

Master and the Product Owner in the Sprint Planning meeting, based on priority and 

goals set for the Sprint. Unlike the Product backlog, the Sprint backlog is stable until the 
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Sprint is completed. The new iteration of the system is delivered on when all the items 

in the Sprint backlog are completed.  

Daily scrum meetings are held to keep track of the progress of the Scrum team 

continuously and to solve any problems that have arisen during the sprint. All the 

members of the Scrum team must attend this meeting. The other interested can also 

attend but they must remain silent; only members of the Scrum team and the Scrum 

master are allowed to speak. The meeting lasts approximately 15 minutes, and every 

member of the Scrum Team tells what he/she has done since the previous meeting, what 

problems he/she may have encountered and what he/she will do before the next scrum 

meeting. Scrum meetings are arranged by the Scrum Master.  

Sprint Review meeting is held on the last day of the Sprint. The results of the 

sprint are presented to the management, customers, users and the Product Owner by the 

Scrum team and the Scrum Master. The participants evaluate the results and make 

decision what to do next.  

Scrum - Techniques 

Scrum techniques are listed below in table    based on the features identified for 

Scrum: product backlog, Sprint, Sprint goal, Sprint backlog, Sprint planning meeting, 

Daily scrum, Sprint review meeting, Release backlog, Customer on-site, Work space 

configuration, Daily builds and tests, testing (all types), Metrics – Product backlog 

graph, Sprint backlog graph. 

Table 2-8: Agile technique with XP and Scrum 

Agile Technique 

X
P

 

S
cr

u
m

 

Daily builds of complete system   

Iterative development   

Iteration of fixed length   

Stand-up meeting   

Customer on-site   

Frequent delivery   

Whole team works same location   

Dedicate meeting place   

Daily team meetings   

Testing is integrated   

PM emphasis   

Communication   

Collaboration   

Coordination   

Knowledge sharing   

Working with uncertainty   
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Empowered to make decisions   

Courage to make mistakes   

Requirements as prototypes rather than text   

40 Hours week   

Pair programming   

Refactoring   

Small software product releases    

Collective ownership of code   

Champion role   

 

DSDM 

Dynamic Systems Development Method (DSDM) was developed in the United 

Kingdom in the mid-1990s. The DSDM features the best supported training and 

documentation of any agile software development methods, at least in Europe 

(Highsmith, 2002b). Based on best practices gathered DSDM framework was defined 

by member of DSDM Consortium since 1990 (DSDM, 2010). The DSDM is a 

nonprofit, independent organization which owns and administers DSDM framework 

(DSDM, 2010). According to DSDM more projects fail because of people issues than 

technology. One fundamental assumption is that nothing is built perfectly first time 

(DSDM, 2010). Due to the reasoning of the changing business requirements DSDM 

assumes that all previous steps can be revisited later and the current step need to be 

completed only enough o move to the next step (DSDM, 2010).  

 

DSDM - Process 

 

Figure 2-8: The lifecycle of a DSDM project (DSDM, 2010) 
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Figure 2-8 shows the life cycle of a DSDM project. The five phases of DSDM 

process are: Feasibility study, Business study, Functional model iteration, Design and 

Build iteration and Implementation. Feasibility study phase is first assessed if DSDM is 

the right approach for the project. If DSDM is chosen to be used, the problem is 

defined, cost evaluated, technical feasibility analyzed, and duration is maintained 

relatively short. The Business study phase is also short. During feasibility study and 

business study the requirements are prioritized.  

During the Functional Model Iteration phase the requirements are analyzed 

further and a function model is created. Based on an initial list of priorities, the 

functional model iteration takes place by gathering and prototyping functional 

requirements. Nonfunctional requirements are also specified during this phase. 

Functional model includes functional prototypes, class models and data models with 

documentation. Functional model iteration is the first iterative phase in the process. The 

Design and Build iteration is the phase where the system is iterated to a sufficient level 

to be handled to the users. The agreed requirements in this phase are then tested and this 

does not have to fulfill all the requirements. Testing is done throughout the phase and is 

not treated as a separate activity. In the Implementation phase the system is transferred 

from development environment to production environment. This phase includes training 

users, completing documentation, and creating the increment review document.  

DSDM - Practice 

DSDM specifies different roles and responsibilities. In DSDM a developer 

always works with a user in a pair and this helps creating strong user/developer 

partnership (DSDM, 2010). In addition to the common roles as executive sponsor, 

project manager, team leader, tester, scribe and developer, there are other user roles 

‘visionary’, ‘ambassador’, ‘advisor’. While the ambassador user should understand the 

business process and goals of the business process being automated, visionary user 

makes sure that the high level intend and vision for the product are not lost. The advisor 

user role brings day-to-day knowledge of business details to the development team. 

DSDM focuses on establishing and managing the proper culture for a project. Teams are 

empowered to make decisions, 100 percent dedication to the success of the project, 

Performers are quickly identified and easily rewarded, and collaboration and 

cooperation are encouraged between all individuals and work groups.  

DSDM principles are explained in the DSDM Consortium and emphasize user 

participation. DSDM is a user centered method which involves active user involvement. 
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It is insisted that the users should be closely involved in the development and be part of 

decision making.  DSDM teams consist of both developers and users, and they must be 

empowered to make decisions. The focus is on frequent delivery of products in agreed 

period of time. This helps the team to select the best possible solution that can be 

achieved in the given timeframe. Deliverables are accepted based on how fit the 

essential criteria to business purpose. Traditionally the focus has been on fulfilling the 

listed requirements, even if it is changing. Iterative and incremental development allows 

system to grow based on feedback from the users. All changes during development are 

reversible but the ability to reverse changes is limited to current increment only. Testing 

is not treated as a separate activity, but is integrated to the development process. During 

the development the system is reviewed and tested by users incrementally and 

developers follow the right direction based on advice from business. A collaborative 

and co-operative approach between all stakeholders is essential.  

DSDM – Techniques 

Based on the above two sections, the DSDM method is analyzed and a list of 

techniques are ticked. 

Table 2-9: Agile techniques with XP, Scrum and DSDM 

Agile Technique 

X
P

 

S
cr

u
m

 

D
S

D
M

 

Daily builds of complete system    

Iterative development    

Iteration of fixed length    

Stand-up meeting    

Customer on-site    

Frequent delivery    

Whole team works same location    

Dedicate meeting place    

Daily team meetings    

Testing is integrated    

PM emphasis    

Communication    

Collaboration    

Coordination    

Knowledge sharing    

Working with uncertainty    

Empowered to make decisions    

Courage to make mistakes    

Requirements as prototypes rather than text    

40 Hours week    

Pair programming    

Refactoring    

Small software product releases     

Collective ownership of code    
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Champion role    

 

 

 

Feature Driven Development (FDD) 

Feature Driven Development (FDD) addresses the problem of response time to 

shorter and shorter business cycles. Managers have a way to plan that includes 

meaningful milestones and risk reduction due to frequent, tangible results. Clients see 

plans with milestones that they can understand. This is a five stage process: Develop an 

overall model, build a features list, plan by feature, and design by feature, and build by 

feature where design and build are conducted iteratively. The iterative design and build 

by feature part supports agile development by quickly adapting to late changes in 

requirements or business needs (Abrahamsson, et al., 2002). This is shown in figure 2-9. 

 

Figure 2-9: Sequential process for FDD (Abrahamsson, et al., 2002) 

FDD - Process 

When the Development begins, the domain experts are aware of the scope, 

context and requirements of the system to be built. The domain experts present a 

walkthrough to the team members and the chief architect. The domain is further divided 

into separate domain areas and a more detailed walkthrough is held for each domain 

areas. Further to the walkthrough the teams continue to work in small groups to create 

object models for domain areas. Based on the consolidated object models an overall 

model for the whole system gets developed. The next process Build a features list 

consists of identifying client valued functions that need to be included in the system. 

The list is divided into major feature sets, which include functions for a certain domain 

area. The features list is reviewed by the users and the sponsors to assure its 

completeness and validity. During the Plan by feature process feature sets are sequenced 

according to priority and dependencies. These feature sets also assigned to Chief 

Programmers who are responsible of the smaller teams implementing these features. 

Classes that were identified get assigned to individual developers and they become the 
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‘class owners’ for the classes. Schedule and milestones are set for the project. Schedule 

and major milestones are set considering the interdependencies between features, 

workload across different teams and class owners, risk factors involved in implementing 

the features etc. Design by feature and Build by feature are iterative processes, and 

during these stages features are designed and implemented. The length of iteration is 

from few days to a maximum of two weeks. A small group of features are identified and 

teams are formed to develop the selected features. There can be multiple feature teams 

working concurrently. The iterative process includes design, design inspection, coding, 

unit testing, code inspection and integration. If the iteration is successful the completed 

tasks are promoted and a new iteration begins with new set of features from the feature 

set.  

Table 2-10: Roles and Responsibilities for FDD 

Role Responsibility 

Project Manager Administrative and financial leader of the project, protects the team from 

outside distraction and provides appropriate working conditions. Has the 

ultimate say on the scope, schedule and staffing of the project. 

Chief Architect Responsible for the overall design of the system. This role can be divided 

into domain architect and technical architect. 

Development 

Manager 

Leads daily development activities and solves conflicts among the team 

and handles resources. 

Chief 

Programmer 

Is responsible and takes leadership of small teams in the analysis, design 

and development of the new features. Participates in the requirement 

analysis and design of the projects. Selects the features to be developed in 

the next iteration from the features list and identifies classes and class 

owners. 

Class Owner Is responsible for the development of the class assigned to own; works 

under the guidance of the chief programmer. Tasks include designing, 

coding, testing and documenting new features.  

Domain Experts A user, client, a sponsor, a business analyst or a mixture of these. 

Understand well the knowledge of the real world and they pass the 

knowledge to the developers to ensure that a good system is developed. 

Domain Manager Leader of the domain experts and tasks include resolving arguments that 

may arise within the experts 
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Release Manager Controls the process of the progress from one environment to another. 

Language Lawyer 

/ Language Guru 

A team member who possesses a thorough and advanced knowledge of a 

certain programming language or technology. 

Build Engineer Responsible for setting up, maintaining and running the build process. 

Manages the version control system and publishes documentation.  

Toolsmith Builds tools for the development, test and data conversion teams, may also 

maintain database and websites. 

System 

Administrator 

Configures, manages and troubleshoots the servers, workstations and 

different environments that are needed in the project.  

Tester Verifies that the system will meet the requirements of the customer 

Deployer Participates in deploying the system  

Technical writer Prepares the user documentation 

 

Above table reflects the details of roles and responsibilities needed for FDD. 

FDD – Practice 

‘Feature teams’ are formed to encourage doing design activities in small, 

dynamically formed teams to encourage evaluating multiple design options before one 

is chosen. Class or code ownership is a practice seen in FDD and an individual is 

assigned the responsibility for the conceptual integrity of that piece of code. There is 

also an owner assigned to a feature to make sure the feature is developed properly. 

Depending on the size of the project the build is fixed to regular intervals, weekly, daily 

and others continuously. A regular build ensures that there is always an up to date 

system that can be demonstrated to the owners of that system.  

Regular builds are planned to help solve all synchronization issues as early in 

the process as possible. Configuration management to ensure easy way to 

identify/revert/change any versions of the completed source code are practiced in FDD 

(Murauskaite & Adomauskas, 2008). There is also an accurate progress reporting at all 

levels seen.  
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FDD – Techniques 

Based on the above study the techniques are evaluated and the following ticks 

indicate the techniques used in FDD. 

Table 2-11: Agile techniques with XP, Scrum, DSDM and FDD 

Agile Technique 

X
P

 

S
cr

u
m

 

D
S

D
M

 

F
D

D
 

Daily builds of complete system     

Iterative development     

Iteration of fixed length     

Stand-up meeting     

Customer on-site     

Frequent delivery     

Whole team works same location     

Dedicate meeting place     

Daily team meetings     

Testing is integrated     

PM emphasis     

Communication     

Collaboration     

Coordination     

Knowledge sharing     

Working with uncertainty     

Empowered to make decisions     

Courage to make mistakes     

Requirements as prototypes rather than text     

40 Hours week     

Pair programming     

Refactoring     

Small software product releases      

Collective ownership of code     

Champion role     

 

Crystal 

Crystal family was proposed by Cockburn in 2001 and revised in 2002 and 2006 

(Farhan, et al., 2009). Crystal’s main theme is that there may be slightly different 

policies and conventions for each and every project (Farhan, et al., 2009). Cockburn 

compares Crystal Clear with XP, both light, simple, low ceremony approaches as 

below: 

XP pursues greater productivity through increased discipline, but it is 

harder for a team to follow. Crystal clear permits greater individuality 

within the team and more relaxed work habits. Crystal clear may be 

easier for a team to adopt, but XP produces better results if the team 

can follow it. A team can start with Crystal clear and move itself to 
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XP. A team that falls off XP can back up to Crystal clear(Highsmith, 

2002a) 

Crystal clear operates based on thinking about how software development 

should be done and then repeat based on past experimentation. This methodology also 

extracts the key issues of people and communication based on trust. Another aspect of 

crystal is to choose the practices that work for different domains, what works for a 

military project may not work for web content project. Many methodologies articulate 

the need to tailor methodologies to an organization or a project (Highsmith, 2002a).  

Crystal – Process 

Cockburn (2002) focuses on people, interaction, community, skills, talents and 

communication as first order effects on performance, process remains important but 

secondary. A project that is short on trust is in trouble in more substantial ways than just 

the weight of the methodology (Highsmith, 2002a). Cockburn proposes a set of 

methodologies from which team can select a starting point and then further tailor it to 

the needs of the project (Highsmith, 2002a). According to Highsmith (2002), the work 

‘Crystal’ refers to the various facets of a gemstone, each a different face of the 

underlying cores of values and principles. Crystal methods are for designing a 

methodology to suit a specific project (Strode, 2005). Crystal is characterized by 2 

techniques: incremental delivery and self-adaptation. It is based upon incremental 

delivery not exceeding more than four months. To cope with this constrained time a 

light weight documentation and heavy intercommunication between stake holders are 

recommended (Farhan, et al., 2009).  

Cockburn defined a matrix to suggest a methodology for use in a given project 

and depends on number of people required for the project on x axis and hardness or 

criticality on y axis (Theunissen, 2003). The indexed values are: loss of life, essential 

money, comfort etc. The cross point indicates which methodology to use and these are 

coded based on colour.  

Crystal – Practice 

Automated regression testing is unique to Crystal methods (Strode, 2005).Users 

are actively involved in these methods (Strode, 2005). Key practices of Crystal include: 

pair programming, iterative development, writing test cases etc. Methodology size 

indicates the number of control elements in the methodology (Theunissen, 2003). 

Members of the Crystal family of methodologies share a common set of practices as 
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well as the tuned practices adopted according to situations. Another practice followed 

by Crystal is they are versatile. This means that the project team is not restricted to work 

on a specific method but may select parts from another method like XP (Theunissen, 

2003).  

Crystal clear is one of the methods in the family of crystal methodologies. There 

are others such as Crystal Orange, Crystal yellow, Crystal orange web etc. As part of 

this research these details are not specified in the thesis. Since the formation of the agile 

alliance, Cockburn has addresses the question of how his methodologies are classifiable 

as agile and how some of the other agile methodologies fit into his matrix (Cockburn, 

2002).  

 

Crystal – Techniques 

Table 2-12: Agile techniques with XP, Scrum, DSDM, FDD, Crystal 

Agile Technique 

X
P

 

S
cr

u
m

 

D
S

D
M

 

F
D

D
 

C
ry

st
al

 

Daily builds of complete system      

Iterative development      

Iteration of fixed length      

Stand-up meeting      

Customer on-site      

Frequent delivery      

Whole team works same location      

Dedicate meeting place      

Daily team meetings      

Testing is integrated      

PM emphasis      

Communication      

Collaboration      

Coordination      

Knowledge sharing      

Working with uncertainty      

Empowered to make decisions      

Courage to make mistakes      

Requirements as prototypes rather than text      

40 Hours week      

Pair programming      

Refactoring      

Small software product releases       

Collective ownership of code      

Champion role      
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Lean Development 

Lean Development (LD) is a term that emerged from the manufacturing realm of 

lean production in the 1980s. LD embodies the concept of dynamic stability, the ability 

to adapt quickly and effectively to a wide range of customer demands, combined with 

the ability to build stable, continually improved internal processes that are general 

purpose and flexible across a wide range of products (Highsmith, 2002a).  

Lean - Process 

The 12 principles of LD can be defined as follows: Meeting customer 

expectation, software should provide the best value for money, active customer 

participation, multi-disciplinary team effort, adapt to changes and requirements, 

software that is applicable across multiple domains, buy rather than build, an 80 percent 

solution today rather than 100 percent solution tomorrow, eliminate waste by 

minimizing paperwork, small teams etc., choose technology according to the project 

objectives, understand business impact, and understand the category of problems that 

LD is designed to handle. According to LD principles, excessive documentation does 

not add value but only takes up resources and time.  

 

Table 2-13: The seven wastes of software development (Poppendieck, 2002) 

The Seven Wastes of Software Development 

Overproduction Extra features, unnecessary features, gold plating. Develop according to requirements 

statements; develop according to immediate client requirements. 

Inventory System requirements waiting to be developed, excessive documentation. Develop code not 

documentation, deliver frequently, don’t accumulate code 

Extra processing 

steps 

Code directly from user statements, get clarification directly from clients, implies clients are 

an integral part of the development team.  

Motion Remove extra lines of communication, have developers together with clients in close 

proximity. 

Defects Test early and test often. Release nothing until it has been thoroughly tested. Test-driven 

development. 

Waiting Don’t make clients wait, deliver frequently, fast iteration cycles, reduce decision-making 

time, communicate face-to-face for immediate understanding and decision making. 
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Transportation Deliver work directly to the client, avoid hand-offs between participants (eg: analyst to 

programmer to tester to implementer to customer) 

 

Table 2-13 is a list of seven wastes that can be seen in a software development 

project. The company ‘Toyota’ was focused to adapting market demands by reducing 

system response time and that helped the system capable of responding quickly and lean 

method was used for this (Morien, 2005). This is a good example of how agile can be 

used in a successful project. 

 

Lean – Practice 

Lean discusses about eliminating anything that does not add value to the final 

product. Te value of each document to be produced is evaluated to minimize the 

inventory of documentation. The concept of reducing cycle times and iterative 

development are practiced. ‘Decide as late as possible’ is another concept practiced here 

allowing the customers current needs are reflected in the system and further adjusted 

depending on the requirement changes. Developers are allowed to do what they do best 

and are always empowered. A test driven approach is also practiced in Lean 

development with test cases written before implementation. Lean also creates a culture 

of continuous improvement. The above details were gathered from Poppendieck(2001). 

 

Lean – Techniques 

Techniques used in Lean have been analyzed and the following table explains 

them with a tick.   

Table 2-14: Agile techniques with XP, Scrum, DSDM, FDD, Crystal and Lean 

Agile Technique 

X
P
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D
S

D
M

 

F
D

D
 

C
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L
ea

n
 

Daily builds of complete system       

Iterative development       

Iteration of fixed length       

Stand-up meeting       

Customer on-site       

Frequent delivery       

Whole team works same location       

Dedicate meeting place       

Daily team meetings       
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Testing is integrated       

PM emphasis       

Communication       

Collaboration       

Coordination       

Knowledge sharing       

Working with uncertainty       

Empowered to make decisions       

Courage to make mistakes       

Requirements as prototypes rather than text       

40 Hours week       

Pair programming       

Refactoring       

Small software product releases        

Collective ownership of code       

Champion role       

These techniques will be analyzed further and a list of agile attributes will be 

defined by the researcher. These are discussed in detail in Chapter Five.  
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APPENDIX H 

Hofstede’s cultural dimensions - Overview 

Key differences between Collectivist and Individualistic cultures (Hofstede, 1997) 

Collectivist  Individualist 

People are born into extended families or 

other in-groups which continue to protect them 

in exchange of loyalty 

Everyone grows up to look after him/herself 

and his/her immediate family only 

Identity is based in the social network to which 

one belongs 

Identity is based in the individual 

Harmony should always be maintained and 

direct confrontations avoided 

Speaking one’s mind is a characteristic of an 

honest person 

High context communication Low context communication 

Relationship employer-employee is perceived 

in moral terms, like a family link 

Relationship employer-employee is a contract 

supposed to be based on mutual advantage 

Hiring and promotion decisions take 

employees’ in-group into account 

Hiring and promotion decisions are supposed 

to be based on skills and rules only 

Management is management of groups Management is management of individuals 

Relationship prevails over task Task prevails over relationship 

 

Key differences between small and large power distance index cultures (Hofstede, 

1997) 

Small Power Distance  Large power distance 

Inequalities among people should be 

minimized 

Inequalities among people are both expected 

and desired 

There should be, and there is to some extent, 

interdependence between less and more 

powerful people 

Less powerful people should be dependent on 

the more powerful; in practice, less powerful 

people are polarised between dependencies 

and counter dependence 
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Teachers expect initiatives from students in 

class 

Teachers are expected to take all initiatives in 

class 

Teachers are experts who transfer impersonal 

truths 

Teachers are gurus who transfer personal 

wisdom 

Hierarchy in organizations means an 

inequality of roles, established for 

convenience 

Hierarchy in organizations reflects the 

existential inequality between higher-ups and 

lower-downs 

Subordinates expect to be considered Subordinates expect to be told what to do 

The ideal boss is a resourceful democrat The ideal boss is a benevolent autocrat of 

good father 

Privileges and status symbols are frowned 

upon 

Privileges and status symbols for managers 

are both expected and popular 

 

 

Key differences between weak and strong uncertainty avoidance index cultures 

(Hofstede, 1997) 

Weak Uncertainty avoidance  Strong uncertainty avoidance 

Uncertainty is a normal feature of life and each 

day is accepted as it comes 

The uncertainty inherent in life is felt as a 

continuous threat which must be fought 

Low stress: subjective feeling of well being High stress: subjective feeling of anxiety 

Aggression and emotions should not be 

shown 

Aggression and emotions may at proper times 

and places be ventilated 

Comfortable in ambiguous situations and with 

unfamiliar risks 

Acceptance of familiar risks, fear or 

ambiguous situations and of unfamiliar risks 

Time is a framework for orientation Time is money 

Comfortable feeling when lazy; hard working 

only when needed 

Emotional need to be busy; inner urge to work 

hard 

Precision and punctuality have to be learned Precision and punctuality come naturally 

Tolerance of deviant and innovative ideas and 

bahaviour 

Suppression of deviant ideas and behaviour; 

resistance to innovation 
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Motivation by achievement and esteem or 

belongingness 

Motivation by security and esteem or 

belongingness 

 

Key differences between feminine and masculine societies (Hofstede, 1997) 

Feminine Masculine 

Dominant values in society are caring for 

others and preservation 

Dominant values in society are material 

success and progress 

People are warm and relationships are 

important 

Money and things are important 

Work in order to live Live in order to work 

Managers use intuition and strive for 

consensus 

Managers expected to be decisive and 

assertive 

Stress on equality, solidarity, and quality of 

work life 

Stress on equity, competition among 

colleagues, and performance 

Resolution of conflicts by compromise and 

negotiation 

Resolution of conflicts by fighting them out 

 

Summary of distinction between long term and short term orientation (Hofstede, 2001) 

Short term orientation Long term orientation 

Immediate gratification of needs expected Deferred gratification of needs accepted 

Traditions are sacrosanct Traditions adaptable to changed 

circumstances 

Short-term virtues taught: social consumption  Long term virtues taught: frugality, 

perseverance 

Spending Saving, investing 

The bottom line Building a strong market position 

Analytical thinking Synthetic thinking 

 


